**第二十四章、Python中的生成器**

**第一部分**

**一、列表生成式的生成器**

通过列表生成式，我们可以直接创建一个列表。但是，受到内存限制，列表容量肯定是有限的。而且，创建一个包含100万个元素的列表，不仅占用很大的存储空间，如果我们仅仅需要访问前面几个元素，那后面绝大多数元素占用的空间都白白浪费了。

所以，如果列表元素可以按照某种算法推算出来，那我们是否可以在循环的过程中不断推算出后续的元素呢？这样就不必创建完整的list，从而节省大量的空间。在Python中，这种一边循环一边计算的机制，称为生成器（Generator）。

要创建一个generator，有很多种方法。第一种方法很简单，只要把一个列表生成式的[]改成()，就创建了一个generator：

*#encoding=utf-8*list1=[x \* x **for** x **in** range(10)]  
**print**(type(list1))  
  
list2=(x \* x **for** x **in** range(10))  
**print**(type(list2))

**执行结果：**

**<type 'list'>**

**<type 'generator'>**

创建L和g的区别仅在于最外层的[]和()，L是一个list，而g是一个generator。我们可以直接打印出list的每一个元素，但我们怎么打印出generator的每一个元素呢？如果要一个一个打印出来，可以通过generator的next()方法：

**print** list2.next(),  
**print** list2.next(),  
**print** list2.next(),  
**print** list2.next(),  
**print** list2.next(),  
**print** list2.next(),  
**print** list2.next(),  
**print** list2.next(),  
**print** list2.next(),  
**print** list2.next(),

0 1 4 9 16 25 36 49 64 81

如果list2.next()的个数大于生成器本身的生成数的个数，就会抛出StopIteration异常。

下面的例子说明了这一点：

**try**:  
 **print** list2.next(),  
 **print** list2.next(),  
 **print** list2.next(),  
 **print** list2.next(),  
 **print** list2.next(),  
 **print** list2.next(),  
 **print** list2.next(),  
 **print** list2.next(),  
 **print** list2.next(),  
 **print** list2.next()  
 **print** list2.next()  
**except** StopIteration **as** e :  
 **print 'here is end'**

执行结果：

0 1 4 9 16 25 36 49 64 81

here is end

当然，用上面的方法显得有点“变态”,于是改进如下：

**for t in range(10):  
 print list2.next(),**

但是，最好的方法是使用for循环，因为generator也是可迭代对象，for循环会自动调用迭代对象的next()方法，直到遇到StopIteration。  
**for** l **in** list2:  
 **print**(l),

所以，我们创建了一个generator后，基本上永远不会调用next()方法，而是通过for循环来迭代它。

1. **生成器函数**

**2.1 定义**

如果一个函数定义中包含yield关键字，那么这个函数就不再是一个普通函数，而是一个generator，这就是定义generator的另一种方法。

**def** sum():  
 a=23  
 b=57  
 **return** a+b  
**print** type(sum())  
  
**def** sum2():  
 a = 23  
 b = 57  
 **yield** a + b  
**print**(type(sum2()))

执行结果：

<type 'int'>

<generator object sum2 at 0x00000000021D3240>

<type 'generator'>

2.2 执行流程

generator和函数的执行流程不一样。函数是顺序执行，遇到return语句或者最后一行函数语句就返回。而变成generator的函数，在每次调用next()的时候执行，遇到yield语句返回，再次执行时从上次返回的yield语句处继续执行。如下例：

![](data:image/png;base64,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)

需要注意的是，在python2.7中，使用t.next()。
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**2.3、如何生成斐波那契數列**

斐波那契（Fibonacci）數列是一个非常简单的递归数列，除第一个和第二个数外，任意一个数都可由前两个数相加得到。用计算机程序输出斐波那契數列的前 N 个数是一个非常简单的问题，许多初学者都可以轻易写出如下函数：

**def** fibo(n):  
 a,b,num=0,1,1  
 **while** num<=n:  
 print(b)  
 a,b=b,a+b  
 num=num+1  
 fibo(5)

1

1

2

3

5

结果没有问题，但有经验的开发者会指出，直接在 Fibonacci 函数中用 print 打印数字会导致该函数可复用性较差，因为 Fibonacci 函数返回 None，其他函数无法获得该函数生成的数列。

要提高 Fibonacci 函数的可复用性，最好不要直接打印出数列，而是返回一个 List。

以下是 Fibonacci 函数改写后的第二个版本：

def Fibonacci(n):

a,b,num=0,1,1

list=[];

while num<=n:

a,b=b,a+b

list.append(b)

num+=1

return list

print Fibonacci(5)

改写后的Fibonacci函数通过返回List能满足复用性的要求，但是更有经验的开发者会指出，该函数在运行中占用的内存会随着参数 max 的增大而增大，如果要控制内存占用，最好不要用 List来保存中间结果，而是通过 iterable 对象来迭代，而是在每次迭代中返回下一个数值，内存空间占用很小。利用 iterable 我们可以把 Fibonacci 函数改写为一个支持 iterable 的 class，以下是第三个版本的 Fibonacci：

**import** sys  
**class** Fibo:  
 **def** \_\_init\_\_(self,max):  
 self.max=max  
 self.n, self.a, self.b = 0, 0, 1  
 **def** \_\_iter\_\_(self):  
 **return** self  
 **def** \_\_next\_\_(self):  
 **if** self.n<self.max:  
 r=self.b  
 self.a,self.b=self.b,self.a+self.b  
 self.n=self.n+1  
 **return** r  
 **else**:  
 sys.exit(0)  
t1=Fibo(5)  
print(t1.\_\_next\_\_())  
print(t1.\_\_next\_\_())  
print(t1.\_\_next\_\_())  
print(t1.\_\_next\_\_())  
print(t1.\_\_next\_\_())  
print(**"##################"**)  
t=Fibo(5)  
print(next(t))  
print(next(t))  
print(next(t))  
print(next(t))  
print(next(t))  
print(**"\*\*\*\*\*\*\*\*\*\*\*\*"**)  
**for** n **in** Fibo(5):  
 print(n)

然而，使用 class 改写的这个版本，代码远远没有第一版的 Fibonacci 函数来得简洁。如果我们想要保持第一版 Fibonacci 函数的简洁性，同时又要获得 iterable 的效果，yield 就派上用场了：

def Fibonacci(n):

a,b,num=0,1,1

while num<=n:

a,b=b,a+b

yield b

num+=1

for n in Fibonacci(5):

print n

简单地讲，yield 的作用就是把一个函数变成一个 generator，带有 yield 的函数不再是一个普通函数，Python 解释器会将其视为一个 generator，调用 Fibonacci(5) 不会执行Fibonacci 函数，而是返回一个 iterable 对象！

在 for 循环执行时，每次循环都会执行 Fibonacci 函数内部的代码，执行到 yield b 时，Fibonacci 函数就返回一个迭代值，下次迭代时，代码从 yield b 的下一条语句继续执行，而函数的本地变量看起来和上次中断执行前是完全一样的，于是函数继续执行，直到再次遇到 yield。

yield 的好处是显而易见的，把一个函数改写为一个 generator 就获得了迭代能力，比起用类的实例保存状态来计算下一个 next() 的值，不仅代码简洁，而且执行流程异常清晰。
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如何判断一个函数是否是一个特殊的 generator 函数？可以利用 isgeneratorfunction 判断：

>>>from inspect import isgeneratorfunction

>>> isgeneratorfunction(Fibonacci)

True

要注意区分 Fibonacci 和 Fibonacci(5)，Fibonacci 是一个 generator function，而 Fibonacci(5) 是调用 Fibonacci 返回的一个 generator，好比类的定义和类的实例的区别：

>>>import types

>>> isinstance(Fibonacci, types.GeneratorType)

False

>>> isinstance(Fibonacci(5), types.GeneratorType)

True

Fibonacci 是无法迭代的，而 Fibonacci(5) 是可迭代的：

>>>from collections import Iterable

>>> isinstance(Fibonacci, Iterable)

False

>>> isinstance(Fibonacci(5), Iterable)

True

每次调用 Fibonacci 函数都会生成一个新的 generator 实例，各实例互不影响：

>>>f1 = Fibonacci(3)

>>> f2 = Fibonacci(5)

>>> print 'f1:', f1.next()

f1: 1

>>> print 'f2:', f1.next()

f2: 1

>>> print 'f1:', f1.next()

f1: 2

>>> print 'f2:', f2.next()

f2: 1

>>> print 'f1:', f2.next()

f1: 1

>>> print 'f2:', f2.next()

f2: 2

>>> print 'f2:', f2.next()

f2: 3

>>> print 'f2:', f2.next()

f2: 5

2.3 return 的作用

在一个 generator function 中，如果没有 return，则默认执行至函数完毕，如果在执行过程中 return，则直接抛出 StopIteration 终止迭代。

在一个生成器中，如果没有return，则默认执行到函数完毕时返回StopIteration；

>>> def g1():

... yield 1

...

>>> g=g1()

>>> next(g) #第一次调用next(g)时，会在执行完yield语句后挂起，所以此时程序并没有执行结束。

1

>>> next(g) #程序试图从yield语句的下一条语句开始执行，发现已经到了结尾，所以抛出StopIteration异常。

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

如果遇到return,如果在执行过程中 return，则直接抛出 StopIteration 终止迭代。

>>> def g2():

... yield 'a'

... return

... yield 'b'

...

>>> g=g2()

>>> next(g) #程序停留在执行完yield 'a'语句后的位置。

'a'

>>> next(g) #程序发现下一条语句是return，所以抛出StopIteration异常，这样yield 'b'语句永远也不会执行。

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

如果在return后返回一个值，那么这个值为StopIteration异常的说明，不是程序的返回值。

生成器没有办法使用return来返回值。
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### ****生成器支持的方法****

3.1、close():手动关闭生成器函数，后面的调用会直接返回StopIteration异常。

>>> def g4():

... yield 1

... yield 2

... yield 3

...

>>> g=g4()

>>> next(g)

1

>>> g.close()

>>> next(g) #关闭后，yield 2和yield 3语句将不再起作用

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

3.2、send()

生成器函数最大的特点是可以接受外部传入的一个变量，并根据变量内容计算结果后返回

。这是生成器函数最难理解的地方，也是最重要的地方，实现后面我会讲到的协程就全靠

它了。

def gen():

value=0

while True:

receive=yield value

if receive=='e':

break

value = 'got: %s' % receive

g=gen()

print(g.send(None))

print(g.send('aaa'))

print(g.send(3))

print(g.send('e'))

执行流程：

通过g.send(None)或者next(g)可以启动生成器函数,并执行到第一个yield语句结束的位置。此时，执行完了yield语句，但是没有给receive赋值。yield value会输出初始值0，注意：在启动生成器函数时只能send(None),如果试图输入其它的值都会得到错误提示信息:TypeError: can't send non-None value to a just-started generator。

通过g.send(‘aaa’)，会传入aaa，并赋值给receive，然后计算出value的值，并回到while头部，执行yield value语句有停止。此时yield value会输出”got: aaa”，然后挂起。

通过g.send(3)，会重复第2步，最后输出结果为”got: 3″

当我们g.send(‘e’)时，程序会执行break然后推出循环，最后整个函数执行完毕，所以会得到StopIteration异常。

最后的执行结果如下：

0

got: aaa

got: 3

Traceback (most recent call last):

File "h.py", line 14, in <module>

print(g.send('e'))

StopIteration

3.3、throw()

用来向生成器函数送入一个异常，可以结束系统定义的异常，或者自定义的异常。throw()后直接跑出异常并结束程序，或者消耗掉一个yield，或者在没有下一个yield的时候直接进行到程序的结尾。

def gen():

while True:

try:

yield 'normal value'

yield 'normal value 2'

print('here')

except ValueError:

print('we got ValueError here')

except TypeError:

break

g=gen()

print(next(g))

print(g.throw(ValueError))

print(next(g))

print(g.throw(TypeError))

输出结果为：

normal value

we got ValueError here

normal value

normal value 2

Traceback (most recent call last):

File "h.py", line 15, in <module>

print(g.throw(TypeError))

StopIteration

解释：

print(next(g))：会输出normal value，并停留在yield ‘normal value 2’之前。由于执行了g.throw(ValueError)，所以会跳过所有后续的try语句，也就是说yield ‘normal value 2’不会被执行，然后进入到except语句，打印出we got ValueError here。然后再次进入到while语句部分，消耗一个yield，所以会输出normal value。print(next(g))，会执行yield ‘normal value 2’语句，并停留在执行完该语句后的位置。

g.throw(TypeError)：会跳出try语句，从而print(‘here’)不会被执行，然后执行break语句，跳出while循环，然后到达程序结尾，所以跑出StopIteration异常。
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### ****综合案例****

1、下面给出一个综合例子，用来把一个多维列表展开，或者说扁平化多维列表)

#encoding=utf-8  
def flatten(nested):  
 #如果是List数据类型  
 if type(nested) == list:  
 for index in range(len(nested)):  
 for element in flatten(nested[index]):  
 yield element  
 else:  
 yield nested  
L=[1,[[2,3]],[2,4],[5,[6,[8,[9]]],7]]  
for num in flatten(L):  
 print(num),

1 2 3 2 4 5 6 8 9 7

2、另一个例子

另一个 yield 的例子来源于文件读取。如果直接对文件对象调用 read() 方法，会导致不可预测的内存占用。好的方法是利用固定长度的缓冲区来不断读取文件内容。通过 yield，我们不再需要编写读文件的迭代类，就可以轻松实现文件读取：

*#encoding=utf-8***def** read\_file(fpath):  
 BLOCK\_SIZE = 4096\*2  
 **with** open(fpath, **'rb'**) **as** f:  
 **while True**:  
 block = f.read(BLOCK\_SIZE)  
 **if** block:  
 **yield** block  
 **else**: **return  
  
for** w **in** read\_file(**r"Q:/1.mp4"**):  
 **with** open(**r"Q:/2.mp4"**,**"ab"**) **as** f2:  
 f2.write(w)